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Abstract. SMT solvers form critical infrastructure for many verifica-
tion and program analysis systems. Recent fuzzing efforts since 2019
have significantly improved solver robustness, yet these approaches of-
ten fall short of systematically probing the diverse semantic subspaces
within a formula’s satisfiability domain. This paper introduces subspace
diversification, which systematically partitions the solution space of seed
formulas to guide solvers into exploring different behavioral regions. We
instantiate the idea using three general, bounded, and efficient muta-
tion strategies that confine the space with cubes, numerical domains,
and quantifiers. An extensive evaluation on Z3 and CVC4 demonstrates
the effectiveness of our implementation, Canary, which uncovered 108
confirmed bugs across multiple theories and bug types.

1 Introduction

Satisfiability Modulo Theories (SMT) solvers determine the satisfiability of for-
mulas over first-order theories, such as integers, reals, bit-vectors, and strings.
SMT solvers have been widely used in various techniques such as symbolic ex-
ecution [IH3], program verification [4H6], program synthesis [7] [§], program re-
pair [9, [10], refinement types [11, 12], among others. SMT solvers have also been
successfully deployed in the industry to address practical software engineering
programs, such as finding zero-day software vulnerabilities [13], verifying the
safety of radiotherapy machines [I4], and enforcing the access control policies of
Amazon Web Services [I5], [16].

Despite substantial advances, modern SMT solvers remain susceptible to
bugs [I7H20], such as soundness issues, invalid models, and runtime crashes.
These faults compromise the reliability of tools that rely on SMT solvers, particu-
larly in safety-critical software systems. Ensuring the correctness of these solvers
is a persistent challenge, particularly in developing effective testing methodolo-
gies. In particular, it is challenging to generate test formulas that thoroughly
exercise the solver’s diverse components, such as preprocessing routines, general
frameworks, and theory-specific engines.

Existing approaches to test formula generation generally fall into two cate-
gories: generative and mutational. Generative approaches create formulas from
scratch—typically by randomly assembling syntactically valid expressions ac-
cording to target theory grammars [21], I8 22, 23]—and can produce many



variants. However, it is often hard to steer them toward testing specific solver
features. In contrast, mutational approaches systematically transform existing
formulas [24], 20, 17, 19 25]. By starting from known “seed” formulas, these
techniques generate small changes that preserve much of the original structure
while exploring new solver behaviors.

Yet, even sophisticated mutation strategies tend to focus on localized ed-
its—altering a constraint, flipping a logical operator, or adding redundant terms.
Although such transformations can explore a range of syntactic variations, they
often fail to expose deeper semantic differences in solver behavior. In particu-
lar, they lack mechanisms for deliberately probing distinct logical regions within
a formula’s satisfiability space. As a result, significant portions of the solver’s
decision-making paths may remain untested, leaving certain bugs hidden.

This paper presents a novel mutational testing approach for SMT solvers,
termed subspace diversification. The key insight is that, for a given formula ¢,
many SMT solvers exhibit deterministic search behaviors that focus on nar-
row regions of the solution space, potentially overlooking significant unexplored
areas. These underexamined sub-regions may conceal latent bugs that evade de-
tection by conventional tests. Subspace diversification addresses this limitation
by systematically partitioning the solution space of a formula ¢ using a set of
constraints My, ..., M,,, where each M; restricts ¢ to a distinct subspace of the
solution space. By guiding the solver to explore these regions, our approach can
potentially expose unexpected behaviors or faults.

We evaluate Canary on two widely used SMT solvers—Z73 and CVC4—and
demonstrate its effectiveness by uncovering 108 confirmed bugs, many of which
have since been fixed. These bugs span multiple theories and encompass criti-
cal issues, including soundness violations, invalid model generation, and crashes.
Our evaluation also shows that Canary can help improve code coverage and
bug detection efficiency of baseline fuzzers. Furthermore, our head-to-head com-
parison with state-of-the-art fuzzers (HistFuzz and Yinyang) demonstrates that
Canary can discover bugs that are missed by existing techniques. When inte-
grated with these baseline fuzzers, Canary improves bug detection across all
categories, showing that subspace diversification is complementary to existing
approaches and can uncover deeper semantic errors.

In summary, our contributions are as follows:

— We introduce subspace diversification, a novel mutation-based testing method-
ology for exploring under-tested regions of SMT solver behavior.

— We instantiate the methodology by proposing three mutation strategies fo-
cused on cubes, numerical domains, and quantifiers.

2 Overview

SMT-LIB2 Language. SMT extends the classical Boolean satisfiability (SAT)
problem by incorporating reasoning over first-order theories, such as linear in-
teger arithmetic, real numbers, and strings. The SMT-LIB2 format has become
the de facto standard for expressing SMT constraints, offering a unified language



for defining variables, asserting conditions, and invoking satisfiability checks. For
instance, the following SMT-LIB2 code snippet defines two integer variables and
asserts a constraint that both must satisfy:

(set—logic QF_LIA)
(declare—const x Int)
(declare—const y Int)

(assert (and (> x 1) (< y 3)))
(check—sat)
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2.1 SMT Formula Generation

The development of rigorous test formulas is central to evaluating the correctness
and performance of SMT solvers. These formulas aim to explore solver behavior
under diverse and challenging conditions. Two prevailing methodologies exist in
the literature: generative and mutational approaches.

Generative Approach. Generative methods produce entirely new formulas
from scratch, often guided by the grammar and semantics of the target logic.
Several notable strategies include:

— FuzzSMT [21] is the first, grammar-based blackbox fuzzing tool developed
to validate SMT solvers.

— StringFzz [22] uses grammar-based generation to construct formulas tailored
to specific theories systematically.

— BanditFuzz [24] uses reinforcement learning-based generation, which adapts
its generation policy based on feedback from solver performance.

— Falcon [23] focuses on mutating solver configuration options using a feedback-
driven mechanism to test solver behaviors.

— ET [26] is a grammar-based enumerator for systematically validating the
correctness and performance of SMT solvers.

Mutational Approach. Mutational approaches modify existing seed formulas
to generate new test inputs. This category is further divided based on the use of
oracles that preserve or evaluate the satisfiability status.

Oracle-Guided Mutations: These techniques rely on known solver outputs or
structural transformations that maintain satisfiability. For instance:

— Bugariu and Miiller [I8] presents formula transformations that preserve sat-
isfiability and create increasingly complex formulas to test string solvers.

— Storm [19] generates satisfiable formulas that are structurally different from
the original seeds.

— Yiyang [20] combines formulas with identical satisfiability outcomes to create
new variants.

— Sparrow [25]: generates formulas using approximation strategies, enabling
the construction of test oracles.



— Diver [27]: uses random mutations and assignment-based oracles to test SMT
solvers, focusing on satisfiable formulas.

Oracle-Less Mutations: These methods operate without oracle feedback, often
using syntactic heuristics or probabilistic models:

— OpFuzz [20] uses a type-aware operator mutation technique targeting first-
order logic formulas.

— HistFuzz [28] leverages historical bug-triggering inputs. The method extracts
skeletons (core structures) and atomic formulas from past bug reports, then
uses association rule mining to guide the generation of new test formulas.

Limitations. Although these techniques can explore nuanced input variations,
they often fall short in systematically directing solvers toward semantically
distinct regions within a seed formula’s satisfiability space. SMT solvers typ-
ically employ deterministic search strategies that concentrate on narrow solu-
tion regions, neglecting potentially significant unexplored areas. Mutation-based
approaches may generate syntactically different formulas without challenging
solvers to navigate fundamentally different search spaces. As a result, substan-
tial portions of a solver’s decision space may remain untested, allowing subtle
bugs to persist undetected.

2.2 Subspace Diversification

To bridge this gap, we propose a new mutation strategy called subspace diver-
sification. Rather than relying on random edits or broad syntactic changes, our
approach systematically explores unexplored logical sub-regions within a base
formula. The central idea is rooted in the observation that SMT solvers often
follow deterministic paths during satisfiability checking. As a result, large por-
tions of the formula’s solution space may remain unvisited.

Subspace diversification aims to expose these latent execution paths by selec-
tively constraining or activating specific subformulas. This targeted perturbation
increases the likelihood of triggering divergent solver behaviors.

To illustrate the approach, consider the following seed formula, which we use
for triggering a confirmed bug in CVC4:

(set—logic QF_NIA)

(declare—const a Int)

(declare—const b Int)

(declare—const ¢ Int)

(declare—const d Bool)

(declare—const e Int)

(assert (or (= (* (+ 0 0 e 0 888) ¢ b a) 0) d))
(check—sat)
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This formula is satisfiable if either disjunct holds. After we replace “check-
sat” with “(check-sat-assuming (d))”, CVC4 can solve the formula instantly.
However, if we replace “check-sat” with “(check-sat-assuming ((= (* (+ 0 0
e 0 888) c b a) 0)))”, CVC4 experiences significant performance degradation.
Both cases correspond to distinct branches of the disjunction, yet they elicit
dramatically different solver behaviors.

The discrepancy was traced to a bug in the branching heuristic of CVCA4.
The developers acknowledged the issue and subsequently fixed it. This example
showcases the importance of systematically probing alternative semantic paths
within a formula, an objective directly addressed by our work.

3 Approach

This section presents our methodology for systematically uncovering bugs in
SMT solvers by decomposing the original formula into logically distinct sub-
spaces. We begin by formalizing the solution space partitioning problem (§ .
We then describe three complementary strategies for generating sub-formulas
that explore these subspaces (§ . Finally, we describe how our method in-
tegrates with a differential testing workflow to identify and categorize solver

inconsistencies (§ [3.3)).

3.1 Solution Space Partition

Given an SMT formula ¢, its solution space consists of all interpretations (or
models) under which ¢ evaluates to true. We formalize this as follows:

Definition 1. (Solution Space) The solution space S(p) of a formula ¢ com-
prises all interpretations under which ¢ evaluates to true:

Slp)={1 |1+ }

Ezample 1. Let ¢ = pV q, where p and ¢ are Boolean variables. The formula
evaluates to true under the following interpretations:

S(pVq) ={{p+ true, ¢ — false},
{p— false, q— true},
{p > true, q — true}}

Modern SMT solvers typically follow deterministic search trajectories when
exploring solution spacesﬂ While this determinism benefits reproducibility and
robustness, it creates a critical limitation: during any single execution, large
portions of the solution space may remain entirely unexplored.

1 'We can set the random seed and other parameters to diversify the runtime behavior
to a certain degree.



To address this, we design a method to produce syntactic mutations of ¢
that apply targeted constraints, effectively dividing the solution space into mul-
tiple, non-overlapping sub-regions. Each resulting sub-formula explores a distinct
portion of S(p), encouraging solvers to exercise different decision paths.

Problem Statement. Given a formula ¢, our objective is to generate a collec-
tion of formulas ¢1, ..., @, such that:

— Each ; restricts ¢ to a specific segment of its solution space.
— Each sub-formula ¢, preserves the syntactic and semantic properties neces-
sary for meaningful SMT solver testing.

The key challenge is how to construct informative sub-formulas that prompt
diverse solver behavior, without relying on exhaustive enumeration, which is
infeasible for formulas with combinatorial or infinite solution spaces, common in
theories involving integers, reals, arrays, or strings.

3.2 Partition Strategies

We introduce three strategies for constructing sub-formulas that partition the so-
lution space of a given formula : (i) numerical domain constraints, (ii) Boolean
cubes, and (iii) quantifier-based transformations. Each strategy is designed to
satisfy the following criteria:

— Diversification — Each strategy helps target distinct logical regions of the
solution space.

— Generality — The strategies should be broadly applicable.

— Efficiency — The mutations should be fast to enable testing throughput.

Partition via Numerical Domains. First, for formulas over numeric theo-
ries, we partition the solution space by constraining variables to lie within spe-
cific abstract domains [29, [30]. This strategy draws on techniques from abstract
interpretation, using domains such as intervals, zones, and octagons to define
semantically meaningful subregions.

Ezample 2. For an integer formula (z,y), we can partition its solution space
into p Az > a and pAx < a, where a represents a randomly-generated constant.

For arithmetic-heavy theories, such as nonlinear arithmetic and floating-point
logic, solver behavior is often sensitive to the magnitude of numeric values. Parti-
tioning by value range may expose corner cases in arithmetic reasoning, overflow
handling, or rounding behavior.

Besides, this approach generalizes naturally to multiple variables and more
expressive domains. For instance, we can partition using relational constraints
such as z—y < ¢ (zones) or z+y < cand z—y < ¢ (octagons). These abstractions
allow us to define subregions that are both expressive and tractable.

Partition via Cubes. Second, inspired by cube-and-conquer approaches in
parallel SAT solving [31}, [32], we define Boolean cubes as conjunctions of literals
(atoms or their negations) to form partitions.



Definition 2. (Partition Cube) Given a formula ¢ and a set S of partition
predicates, a k-dimensional partition cube C' is defined as the conjunction l; N\
-+« Nlg, where each l; is either a predicate or the negation of a predicate p € S.

Ezample 3. Consider the formula ¢ = pA (¢V —s) A (rV s), with atoms p, g, r, s.
Possible cubes include:

— 1-dimensional: p, —p, 7;
— 2-dimensional: p A q, p A —s;
— 3-dimensional: pAgAr, p A —gA —s.

By forcing the solver to commit to specific cubes, we can guide it toward
decision paths that may otherwise remain unexplored. Cubes can be constructed
over both propositional and theory-level atoms. For instance, in string logic,
predicates may include x = “alice” or z = str.++(x,y). In array logic, predicates
may include a[i] = v or select(a,i) = v. Because cube construction operates over
literals, it generalizes across theories without requiring theory-specific reasoning.

This strategy offers two key advantages. First, it provides bounded combi-
natorial complexity: for k predicates, there are at most 2 cubes. This allows
controlled exploration of the solution space by adjusting k. Second, it is syn-
tactically lightweight: cube construction requires only syntactic analysis of ¢,
without invoking expensive semantic reasoning.

Partition via Quantifiers. Finally, quantifiers significantly enhance the ex-
pressive power of SMT formulas and are essential for modeling systems with
variable scope or data abstraction. However, supporting quantifiers introduces
significant complexity into SMT solving and is often a source of incompleteness
or performance degradation, such as incomplete instantiation strategies that
miss relevant ground terms and improper handling of quantifier alternation or
variable shadowing.

To further diversify test instances, we apply transformations that inject quan-
tifiers into seed formulas.

Ezample 4. Given the quantifier-free formula ¢(x,y) = = +y < 1, we may
construct quantified variants as follows:

— Universal quantification: Vz.¢(z, z);
— Existential quantification: 3z.¢(z, y);
— Quantifier alternation: Vz.3w.Vv.p(z,w, v).

Notably, this strategy can also indirectly stress the quantifier-free reason-
ing engines, since quantifier-handling algorithms, such as MBQI (model-based
quantifier instantiation) [33] and E-matching [34], typically employ quantifier-
free decision procedures as fundamental subroutines.

3.3 Testing Workflows

Our testing framework utilizes a multi-strategy partitioning scheme, combined
with differential testing, to identify discrepancies and crashes in SMT solvers. By



Algorithm 1: Search Space Partition-Based Differential Testing

Input: solverl, solver2: SMT solvers under test
Input: &: a set of input seed formulas
Input: N: number of mutations per seed formula
Output: bugs: set of bug-triggering formulas

1 bugs + 0;

2 foreach ¢ € ¢ do

3 if ¢ is unsat then
4 L P — T /* negation an unsatisfiable seed */
5 fori=1to N do
6 s < randomly select a mutation strategy;
7 1) < apply the strategy to ;
8 rl < solverl.solve(v);
9 r2 + solver2.solve(v);
10 if r1 = crash or r2 = crash or r1 # r2 then
11 L bugs < bugs U {¢};

12 return bugs
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Fig. 1: Overall workflow of Canary

generating logically distinct sub-formulas from an original formula ¢, we drive
solvers into varied execution paths.

Overall Workflow. Algorithm [I] presents the complete testing pipeline. The al-
gorithm accepts two SMT solvers, a set of seed formulas, and a mutation count
per seed. For each seed formula, it first checks satisfiability; if the formula is un-
satisfiable, it is negated to ensure a satisfiable starting point. Given a satisfiable
seed ¢, the algorithm generates N test cases by applying randomly selected mu-
tation strategies. Each mutation yields a variant formula v, which is evaluated
by both solvers. A discrepancy—either a crash or a disagreement in satisfiability
results—signals a potential bug.

It is worth noting that while the quantifier partition strategy can be applied
to unsatisfiable seeds, the current implementation focuses on satisfiable formulas
by negating unsatisfiable seeds to align with the other mutation strategies.



Bug Categorization. For each subspace v, the workflow performs differential
testing, comparing the results of multiple SMT solvers. This involves running v
across all solvers and checking for:

— Correctness bugs: Cases where solvers disagree on the satisfiability of ¢ (e.g.,
one returns SAT while another returns UNSAT).

— Crash bugs: Instances where a solver terminates unexpectedly due to internal
errors or resource exhaustion.

Any sub-formula that triggers a crash or disagreement is added to the can-
didate bug set, denoted as bugs in Algorithm [I] To streamline debugging and
facilitate triage, we apply automated formula minimization tools such as ddSMT.
Crashing instances are grouped by failure trace (e.g., assertion location or mem-
ory errors), while correctness bugs are categorized and reported to developers
by theory (e.g., linear arithmetic, strings).

While our approach is inspired by the idea of bounded-exhaustive testing,
our implementation does not attempt to exhaustively enumerate all possible
subspaces. Instead, we sample a representative subset of partitions under a given
resource budget to strike a balance between coverage and efficiency.

4 Evaluation

This section presents a comprehensive assessment of Canary, aiming to answer
the following research questions:

— RQ1: How effective is Canary in uncovering previously unknown bugs in
state-of-the-art SMT solvers (§ [4.1))?

— RQ2: How does Canary impact code coverage, and can it enhance the effec-
tiveness of existing SMT fuzzers (§ ?

— RQ3: Can Canary detect bugs effectively compared to existing fuzzers (§ ?

Tested Solvers. We have selected Z3 and CVC4, the two most popular SMT
solvers, for the experimental evaluation because they are popular and widely
used in academia and industry, support most of the SMT-LIB2 theories [35],
and have been extensively tested by previous efforts [21], 221 [17] 20] [19] 24] [23].
We primarily focus on the solvers’ default modes. For CVC4, we enable options
such as produce-models, incremental, and strings-exp to support all the seed
formulas. We use the check-models option for CVC4 and model.validate=true
for 73 to detect invalid model bugs. Additionally, we test a new SMT core of Z3,
which can be activated via the options tactic.default_tactic=smt sat.euf=true.

Baselines. We compare Canary against three state-of-the-art and mutational
SMT fuzzing techniques, including HistFuzz [28] and Yinyang [20].
Environment. All experiments are conducted on a Linux workstation equipped
with an 80-core Intel(R) Xeon(R) 2.2 GHz processor and 256 GB of RAM. We
compile Z3 and CVC4 using GCC 5.4.0, with assertions and AddressSanitizer [36]
enabled. We use Geov [37] to measure the code coverage.
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4.1 Analysis of the Discovered Bugs

This section summarizes the bugs identified during testing with Canary and
categorizes them based on their nature and severity.

Number of the Bugs. Over a nine-month evaluation period from June 2021 to
March 2022, Canary uncovered 123 unique bugs across Z3 and CVC4. Table
summarizes the status of these bugs. Out of the total, 108 were confirmed by
solver developers, and 107 have already been addressed through patches. These
outcomes demonstrate Canary’s capacity to surface substantive issues in mature,
production-grade solvers.

Types of the Bugs. Table [2| categorizes the confirmed bugs according to their
type. Crash bugs form the majority (71 out of 108), followed by invalid model
bugs (28) and soundness errors (9). Invalid model bugs indicate situations where
the solver produces a model that does not satisfy the input formula, while sound-
ness bugs involve incorrect satisfiability results. Notably, correctness issues (in-
valid models and soundness bugs) account for over 35% of the confirmed bugs,
emphasizing Canary’s strength in detecting deep semantic flaws.

Table 1: Summary of the bugs found Table 2: Bug types among the con-

by Canary. firmed bugs.

Status Z3 CVC4 Total Type Z3 CVC4 Total
Reported 83 40 123 Soundness 6 3 9
Confirmed 75 33 108 Invalid model 21 7 28
Fixed 75 32 107 Crash 48 23 71
Duplicate 1 5 6

Won’t fix 7 2 9

Diversity of the Theories. Figure 2] depicts the distribution of theories among
bug-triggering formulas. While AUFLIA, QF_BV, and AUFBV were the most
frequent, a broad range of logics were represented, showcasing Canary’s gener-
ality across multiple theory combinations. Notably, QF_BV-—one of the most
mature and widely adopted SMT theories—accounts for a substantial portion of
the triggered bugs, underscoring the practical relevance of Canary’s findings.

Impact on Solvers’ Codebase. To assess the development effort required
to resolve identified bugs, we analyzed the corresponding commits. Specifically,
we examined the number of files and lines of code modified in each commit.
As illustrated in Figure [3] most fixes altered fewer than five files, suggesting
localized issues, yet some required broader changes, highlighting how a single
bug may uncover structural weaknesses. In total, 196 files and 5,669 lines of
code were modified to fix bugs discovered by Canary.

In Figure [4 we studied the most changed files in these commits fixing bugs
found by Canary. In Z3, the most modified files concern the array theory solver
and EUF solver, among others. In contrast, the most frequently fixed files in
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Fig.2: The number of bug-triggering formulas from different theories.

CVC(4 are the theory model builder, the quantifiers rewriter, and the sequences
rewriter. These results provide insight into the solver components most suscep-
tible to errors uncovered by Canary.

Summary. Our evaluation demonstrates that Canary is highly effective in test-
ing SMT solvers. Here are the key highlights:

— Canary identified 123 bugs, with 108 confirmed and 107 already addressed.

— Bugs span a diverse set of SMT-LIB2 theories, including strings, (non-)linear
arithmetic, bit-vectors, uninterpreted functions, floating-point operations,
and combinations thereof.

— Many confirmed bugs were triggered in the solvers’ default configurations,
demonstrating the tool’s ability to expose real-world failures without relying
on exotic options.

4.2 Code Coverage

In addition to bug discovery, we evaluated Canary’s ability to increase code
coverage in SMT solvers.

Experimental Design. We used the seed formulas from HistFuzz, which are
sampled from the SMT-LIB2 library to represent a diverse range of theories
and complexity levels. We generated 100 mutants for each seed using Canary’s
partition-based strategies. First, we ran the baseline fuzzers to collect their cover-
age results. Then, we layered Canary’s partitioning techniques onto these fuzzers
to measure the incremental improvement in coverage.

To ensure fair and reproducible comparisons, we set the solver timeout to two
seconds per formula—enough time to process most formulas without excessive
resource consumption. We compiled both Z3 and CVC4 in debug mode without
optimizations to enable accurate coverage measurement. We used gcov to record
three key coverage metrics: line coverage (1), function coverage (f), and branch



12

_ 73
612 CVCs
o)
E 10
g
o
O
5 8
o
]
(]
26
<
=
O
b 4
=
E
S 2
0 50 100 150 200 250

Total Lines Changed per Commit (Lines)

Fig. 3: Distribution of file changes and lines of code changes for Z3 and CVC4
bug-fixing commits.

coverage (b). Each experiment was run three times, and we report the average
results to account for any variability.

Integration with Other Fuzzers. To assess the compatibility and impact

of Canary’s core partitioning strategies when integrated with existing fuzzing

frameworks, we combined Canary with two leading fuzzers, HistFuzz and Yinyang.
Table [3] presents the resulting coverage metrics, illustrating the benefits of aug-

menting these state-of-the-art tools with our approach.

The results highlight that Canary’s partitioning techniques serve as effec-
tive, modular enhancements to existing approaches. When integrated with other
fuzzing strategies, our approach yields consistent improvements across all cover-
age metrics. For Z3, combining Canary with HistFuzz increased line coverage by
0.7 percentage points, function coverage by 0.7 percentage points, and branch
coverage by 0.6 percentage points. Similarly, the Yinyang integration showed
improvements of 0.6, 0.5, and 0.6 percentage points, respectively. For CVC4,
both combinations demonstrated notable improvements, with HistFuzz+Canary
achieving particularly strong results: 33.1% line coverage, 46.9% function cover-
age, and 26.9% branch coverage. The consistency of these improvements across
both solvers indicates that Canary’s partitioning strategy offers fundamental
benefits that transcend specific solver implementations.

These results are particularly significant because they demonstrate that Ca-
nary can enhance even the most sophisticated existing fuzzers. The improve-
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ments stem from Canary’s ability to generate semantically diverse yet valid for-
mulas that exercise different solver components through targeted partitioning.

Ablation Study. We conducted an ablation study to understand the contribu-
tion of each component of Canary to the overall improvement in coverage. We
created three variants by selectively removing one core component at a time:

— Canary-NoCube: Excludes cube-based partitioning;
— Canary-NoDomain: Excludes numerical domain constraints;
— Canary-NoQuant: Excludes quantifier manipulations.

Table [d] presents the coverage results for each variant across different baseline
fuzzers. The patterns revealed by this ablation study are nuanced and informa-
tive. While removing any component generally reduced overall coverage, certain
variants performed better in specific contexts, indicating that the optimal con-
figuration may depend on both the target solver and the baseline fuzzer.

For instance, for HistFuzz, Canary-NoQuant unexpectedly achieved better
coverage compared to Canary-NoCube. This suggests that cube-based parti-
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Table 3: Line coverage (1), function coverage (f), and branch coverage (b) results
of using Canary to enhance existing fuzzers.

Tool 73 (1/f/b) CVC4 (1/f/b)

Canary 24.4% / 27.0% / 20.6% 27.9% | 43.5% | 22.5%
Hist Fuzz 32.4% / 32.9% / 28.8% 32.1% / 46.2% / 25.9%
HistFuzz+Canary 33.1% / 33.6% / 29.4% 33.1% / 46.9% / 26.9%
Yinyang 27.0% / 28.8% / 24.0% 27.9% / 43.8% | 22.6%
Yinyang+Canary 27.6% / 29.3% / 24.6% 28.8% / 44.3% / 23.5%

Table 4: Line coverage (1), function coverage (f), and branch coverage (b) results
for different variants of Canary.

Baseline  Canary variant Z3 (1/f/b) CVC4 (1/f/b)
Canary-NoCube 33.1% / 33.6% / 29.6%  32.2% / 45.6% / 26.4%

HistFuzz  Canary-NoDomain  32.8% / 33.4% / 29.4%  32.4% / 45.9% / 26.5%
Canary-NoQuant 33.3% / 33.8% / 29.8%  32.8% / 45.9% / 26.8%
Canary-NoCube 25.0% / 27.2% / 21.3%  28.5% / 43.7% / 23.3%

Yinyang Canary-NoDomain  27.9% / 29.5% / 24.6%  28.5% / 43.7% / 23.3%

Canary-NoQuant

27.4% / 28.9% / 24.4%

28.0% / 43.5% / 22.6%

tioning may be more important than quantifier manipulations when starting
from HistFuzz’s mutation strategy. The most interesting variation appeared with
Yinyang as the baseline. For Z3, Canary-NoQuant achieved notably higher cov-
erage than Canary-NoCube, while for CVC4, the opposite was true—Canary-
NoCube performed better than Canary-NoQuant.

These results have important implications for Canary’s design and deploy-
ment. They suggest that: (1) No single component is universally dominant; the
effectiveness depends on the context; (2) Different solvers benefit from different
aspects of Canary’s partitioning strategy; (3) There may be interaction effects
between Canary’s components and the baseline fuzzer’s mutation strategy.

Summary. These results indicate that Canary can help improve code coverage
across multiple dimensions—Iline, function, and branch—when used alone or in
conjunction with existing fuzzers. While code coverage is a useful metric, it has
its limitations. The relative coverage gains shown in our results may appear mod-
est, as the baseline fuzzers are already effective at exploring many of the simpler
execution paths in the solvers. However, the small percentage improvements still
represent meaningful absolute increases in the number of lines, functions, and
branches of code being tested. The coverage also provides a complementary set of
stress-testing mechanisms that can uncover new and interesting solver behaviors.
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Table 5: Comparison of bugs found by different tools within one week.

73 CVC4
Tool
Soundness Invalid Model Crash Soundness Invalid Model Crash
HistFuzz 2 2 5 1 1 3
HistFuzz+Canary 4 2 6 3 1 4
Yinyang 4 0 3 2 1 1
Yinyang+Canary 4 1 5 3 1 3

4.3 Controlled Experiments for Bug Detection

To further evaluate the effectiveness of Canary, we conducted a head-to-head
comparison with two state-of-the-art SMT solver fuzzing tools, including Hist-
Fuzz [28] and Yinyang [20].

Experimental Design. All tools were evaluated under identical experimental
conditions: each was run for one week on the same hardware platform, using
an identical set of seed formulas. During this period, we systematically recorded
both the number and types of unique bugs uncovered in 7Z3-4.8.7 and CVC4-1.8.
The results of this comparative study are presented in Table

Quantitative Analysis. The integration of Canary with baseline fuzzers shows
consistent improvements. For HistFuzz, the combination with Canary increased
the total number of bugs found from 14 to 20, with notable gains in soundness
bugs and crash bugs. Similarly, for Yinyang, the integration improved the total
bug count from 11 to 17, with significant improvements in crash bugs and the
discovery of invalid model bugs.

Qualitative Analysis. The results reveal several important patterns. First,
Canary demonstrates particular strength in detecting soundness bugs—the most
critical type of correctness issues. When combined with HistFuzz, it doubled the
number of soundness bugs found, and when combined with Yinyang, it main-
tained the high detection rate. This suggests that subspace diversification is
particularly effective at uncovering deep semantic errors that affect solver cor-
rectness. Second, the integration shows consistent improvements in crash detec-
tion. Both HistFuzz+Canary and Yinyang+Canary found more crash bugs than
their baseline counterparts, indicating that our partitioning strategies can ex-
pose execution paths that lead to unexpected termination. Third, the discovery
of invalid model bugs by Yinyang+Canary where the baseline Yinyang found
none demonstrates that Canary’s approach can uncover bugs that are missed by
existing techniques.

Cross-Solver Analysis. The results also show interesting patterns across dif-
ferent SMT solvers. For Z3, the improvements are more pronounced, with Hist-
Fuzz+Canary finding 12 bugs compared to HistFuzz’s 9, and Yinyang+Canary
finding 10 bugs compared to Yinyang’s 7. For CVC4, the improvements are
more modest but still consistent, with both combinations showing better per-
formance than their baselines. This cross-solver analysis suggests that Canary’s
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effectiveness may be influenced by the specific characteristics of each solver’s im-
plementation. Z3’s more complex architecture and broader theory support may
provide more opportunities for subspace diversification to uncover bugs, while
CVC4’s more focused design may require more targeted partitioning strategies.

Complementarity Analysis. Notably, Canary is able to find bugs that are
not detected by other state-of-the-art fuzzers, indicating that our approach can
uncover unique issues missed by existing techniques. This confirms that subspace
diversification is an effective strategy for uncovering deep and subtle semantic
errors that are often overlooked by existing fuzzing techniques. The fact that
different combinations (HistFuzz+Canary vs. Yinyang+Canary) find different
sets of bugs suggests that Canary’s partitioning strategies can adapt to and
enhance different baseline approaches.

Summary. These results confirm that Canary is not only effective in finding
a large number of bugs, but also excels at uncovering critical correctness is-
sues in SMT solvers compared to state-of-the-art fuzzers under the same testing
budget. We believe that combining complementary testing techniques within a
unified system represents a promising direction. Such a system would leverage
the strengths of individual methods while mitigating their weaknesses, yielding
a more robust and comprehensive testing pipeline for SMT solvers.

4.4 Assorted Sample Bugs

In this section, we select and discuss six reported Z3 and CVC4 bugs. classifica-
tions and status.

Figure [pa] shows a refutation soundness bug in Z3. The reason is that models
are prematurely reported invalid when the EUF (Equality with Uninterpreted
Functions) solver is active. The developers fixed the issue by deferring certain
validation checks until after the EUF-specific model construction is completed.

Figure [5b| shows a solution to a soundness bug in CVC4’s quantifier instanti-
ation engines. It is marked as “major”, which is the highest severity in CVC4’s
bug tracking system. The bug is caused by allowing ineligible terms to appear
in the instantiations.

Figure pc shows a crash bug in CVC4 caused by an assertion that requires
the model to always have a shared term for the real term in the conversion from
real to floating-point value.

Figure shows an invalid model bug in Z3’s bit-vector solver. This bug is
triggered by a corner case in the signed arithmetic solver, where the input has a
bit-width of 1.

Figure[5e]shows an invalid model bug in CVC4’s ALIRA logic. This is because
the sanity check for integer models in linear arithmetic was too strict when the
linear solver had assigned a real value to an integer variable.

Figure [5fl shows a crash bug in Z3’s eager generation of axioms. This is due
to the unconditional eager generation of axioms for arithmetic disequalities. The
developers fixed the issue by controlling the generation of this axiom.
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(declare—fun x () Real)

17

(assert (and (> 0.0 x) (= 0.0

(/ 0.0 x))))

(check—sat—using (then
add—bounds
propagate—ineqs
purify—arith uflra))

(a) A refutation soundness bug in Z3.

(declare—const X (-
FloatingPoint 8 24))

(declare—const R Real)

(assert (=X ((- to_fp 8 24)
RTZ (— R))))

(assert (=X ((- to_fp 8 24)
RTZ 0)))

(check—sat)

(c) A crash bug in CVCA4.

(set—logic ALIRA)

(declare—const x Real)

(declare—fun i () Int)

(declare—fun il () Int)

(push)

(assert (< 1 (— i)))

(check—sat)

(pop)

(push)

(assert (or (>= il (* 5 (— i
))))

(check—sat)

(pop)

(assert (or (> il 1) (= x (
to_real i))))

(check—sat)

(assert (mnot (is_int x)))

(check—sat)

(e) An invalid model bug in CVC4

~—

1 (declare—datatypes ((E 0))

(((c (a Bool)))))
2 (assert (forall ((v E)) (and

(a v))))
3 (check—sat)

(b) A solution soundness bug in CVC4.

1 (set—option :model_validate
true)

2 (declare—fun bv_4—0 () (-
BitVec 1))

3 (assert (mnot (bvsmul_noovfl
bv_4—0 bv_4—0)))

4 (check—sat)

(d) An invalid model bug in Z3.

1 (set—option :smt.arith.
eager_eq_axioms false)

2 (declare—fun z () Int)

3 (declare—fun y () Int)

4 (declare—fun x () Int)

5 (declare—fun named3 () Bool)

6 (declare—fun named5 () Bool)

7 (declare—fun named6 () Bool)

8 (declare—fun named7 () Bool)

9 (assert (and (=y (+ x 1)) (=
(x5 2))))

10 (assert (or named6 (not
named3) ) )

11 (assert (or (not named5) (=y
0)))

12 (assert (or named7 (= z y)))
13 (get—consequences (named5) (
named3 named?7) )

(f) A crash bug in Z3.

Fig. 5: Sampled bugs detected by Canary.

4.5 Discussions

Limitations. While Canary has demonstrated effectiveness in uncovering bugs
and improving solver coverage, several limitations merit discussion. First, the ef-
ficacy of partition-based mutation is theory-dependent; certain SMT fragments
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may not benefit uniformly from the same mutation strategies. Second, our eval-
uation assumes deterministic solver behavior. Solvers employing randomized
heuristics may exhibit variability across runs, complicating reproducibility and
analysis. Third, as solvers evolve and adapt to current mutation patterns, the
marginal utility of existing strategies may diminish, necessitating continual re-
finement of mutation operators to maintain effectiveness.

Adaptivity and Mutation Strategy Evolution. To sustain long-term effec-
tiveness, mutation strategies must evolve. One avenue is to monitor metrics such
as coverage growth or behavioral divergence over time; a plateau in these metrics
may signal the need for strategy revision. Canary’s modular design facilitates the
integration of adaptive mechanisms, such as online bandit algorithms that reallo-
cate probability mass among operators based on empirical utility. Additionally,
synthesizing new mutation operators—e.g., via SyGuS or learned models—offers
a principled path to expanding the mutation space.

Program Analysis for Targeted Mutation. Incorporating program anal-
ysis—both static and dynamic—can potentially improve the relevance and ef-
fectiveness of mutations. Static analysis of seed formulas can uncover logical
dependencies among variables or subformulas, enabling the generation of non-
trivial subspace partitions, such as those that preclude trivially inconsistent
cubes. Complementarily, dynamic analysis (e.g., runtime coverage profiling, logs
of SMT solvers) can identify under-tested components of SMT solvers, guiding
the mutation engine to generate inputs that stress these components, thereby
improving bug exposure and coverage.

Applications Beyond Solver Testing. The partition-based mutation ap-
proach introduced in Canary has potential applications beyond SMT solver
testing. Similar principles could be adapted to test other formal reasoning tools,
such as theorem provers and program verifiers. Additionally, the generated di-
verse yet semantically connected formula sets could serve as benchmarks for
evaluating solver performance or as training data for machine learning models
to predict solver behavior [38]. The semantic partitioning approach might also
inform strategies for distributed solving [32] [31], where formula space is parti-
tioned intelligently among parallel solver instances.

5 Related Work

SMT Solver Testing. FuzzSMT [2]I] introduced grammar-based fuzzing to
evaluate SMT solvers, marking one of the earliest efforts in this domain. Sub-
sequent tools such as StringFuzz [22] and Winterer et al. [20] contributed a
type-aware mutation strategy to improve the generation of diverse SMT formu-
las. However, these methods primarily rely on differential testing—comparing
the outputs of multiple solvers—to detect inconsistencies. To address this issue,
more recent approaches have focused on generating formulas with known sat-
isfiability outcomes. Bugariu et al.[I8] proposed constructing increasingly com-
plex string formulas through satisfiability-preserving transformations. Winterer
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et al.[I7] introduced semantic fusion to obtain mutants of formulas whose sat-
isfiability status remains unchanged. Existing mutation techniques either focus
on localized syntactic changes or changes vastly different from the seed, but the
seed formula’s original search space may not be thoroughly tested. Subspace di-
versification explicitly partitions a formula’s solution space into disjoint regions
using additional constraints.

Bounded-Exhaustive Testing. The principle behind bounded-exhaustive test-
ing (BET) [39H42] is to systematically explore all inputs up to a predefined size
or complexity. The underlying assumption is that many software defects are ex-
posed by relatively small inputs, making exhaustive testing over these inputs
an effective strategy for bug discovery. There are two prominent approaches in
this space: declarative and imperative enumeration. Declarative methods [39]
leverage logical invariants to constrain the space of valid inputs, while imper-
ative strategies [43] construct inputs procedurally based on specific structural
specifications. While BET offers thorough coverage, it faces challenges related
to scalability and efficiency. To mitigate these issues, several optimization tech-
niques have been proposed, such as sparse test generation [44] and structural
test merging [45]. Our work draws inspiration from BET by employing small,
bounded syntactical modifications. However, a key distinction is that our muta-
tions also aim to constrain the search space semantically, guiding the generation
towards more meaningful variations beyond purely structural exploration.

6 Conclusion

We have presented bounded-exhaustive subspace diversification, a principled ap-
proach to testing SMT solvers that targets underexplored regions of the solution
space. Our implementation, Canary, uncovered 108 previously unknown bugs in
73 and CVC4. These bugs span a wide range of bug types, input logics, and solver
configurations, demonstrating the generality and effectiveness of our approach.
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