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- MRt = [a)@%(Oracle Problem)

* Elaine Weyuker: “On Testing Non-testable Programs™, 1982
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- IR MRt (Metamorphic Testing)
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2% 4 Go gle FARER metamorphic testing E

Compilers

4% =
Variability and o
rablity & B [ #5449 11,400 ,‘%PEEEI (F3E:40.04%))
decision support
5% § .
. BB BR Perception matters: Detecting perception failures of vga models using
Numerical programs 2022103 metamorphic testing
5% ' Y Yuan, S Wang, M Jiang... - Proceedings of the IEEE ..., 2021 - openaccess.thecvf.com
Others: Adobe, NASA, 201843 Visual question answering (VQA) takes an image and a natural-lang.uag(.e question as input
b it BESGEHE... and returns a natural-language answer. To date, VQA models are primarily assessed by ...
o erzico”';’"' Y R% 9318 BIIMARE: 13 MEXE HiE6MRE 9
% HARXMEHF
REHAF Testing web enabled simulation at scale using metamorphic testing
Bioinformatics J Ahlgren, M Berezin, K Bojarczuk... - 2021 IEEE/ACM ..., 2021 - ieeexplore.ieee.org
8% ‘ TBRIES We report on Facebook's deployment of MIA (Metamorphic Interaction Automaton). MIA is
h T used to test Facebook's Web Enabled Simulation, built on a web infrastructure of hundreds ...
iR RR Yo 1R DY S| WSIRARE: 20 HXXE FiA 5 ThRAE 9
Web services and : A . : _ y
abiications HRTIR [HTML) Testing multiple linear regression systems with metamorphic testing
PP % e E QH Luu, MF Lau, SPH Ng, TY Chen - Journal of Systems and Software, 2021 - Elsevier
14% ’ Regression is one of the most commonly used statistical techniques. However, testing
LR regression systems is a great challenge because of the absence of test oracle in general. In ...
v 8838 Yo 1R7%F D9 3| WIIBARE: 9 MXXE B 5 HRA Webof Science: 1 99
& SRR [HTML) DeepBackground: Metamorphic testing for Deep-Learning-driven image

recognition systems accompanied by Background-Relevance

Z Zhang, P Wang, H Guo, Z Wang, Y Zhou... - Information and Software ..., 2021 - Elsevier
Abstract Context: Recently, advances in Deep Learning (DL) have promoted the
development of DL-driven image recognition systems in various fields, such as medical ...
Yo &% Y9 SIE WEIARE: 5 BXXE Fifi2 MRA Webof Science: 1 99
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On Testing Non-testable Programs

Elaine J. Weyuker

Department of Computer Science, Courant Institute of Mathematical Sciences, New York University, 251 Mercer Street,

New York, New York 10012, USA

A frequently invoked assumption in program testing is that there is an oracle (i.e. the tester or an external mechanism
can accurately decide whether or not the output produced by a program is correct). A program is non-testable if either

an oracle does not exist or the tester must expend some extraordinary t of time to d ine whether or not the
output is correct. The reasonableness of the oracle assumption is ined and the lusion is hed that in many
cases this is not a realisti ption. The q g the availability of an oracle are examined and
alternatives investigated.

1. INTRODUCTION

It is widely accepted that the fundamental limitation of
using program testing techniques to determine the
correctness of a program is the inability to extrapolate
from the correctness of results for a proper subset of the
input domain to the program’s correctness for a/l elements
of the domain. In particular, for any proper subset of the
domain there are infinitely many programs which
produce the correct output on those elements, but produce

an incarrect antnnt far came other damain element

tics of programs for which such assumptions are not
valid. Section 3 considers how to test such programs,
Section 4 looks at techniques which are particularly
applicable to numerical and scientific computations, and
Section 5 discusses the consequences of accepting the
oracle assumption. Section 6 concludes with suggestions
for software users and procurers.

2. THE ORACLE ASSUMPTION AND NON-
TESTABLE PROGRAMS

LR RS RE S

21
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- Satisfiability Module Theories (SMT) [a)&

@:x>0Ax<0
UNSAT
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SAT
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- Satisfiability Module Theories (SMT) 3KfiFss

« WNERXxEEEEL: x +x = 3 UNSAT
« WNERXxBSCE: x+x = 3 SAT

D e e
BB : UNSAT
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- Satisfiability Module Theories (SMT) 3KfiFss
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¢ ﬂ:/I\/ﬂij l£
* TACAS most influential paper award
« ETAPS test-of-the-time award
 CAV award
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3
4
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6
7}

f )

int main() {
int x, vy
if(y !'= 0){
int w

print (10 /

input();

x / y;
(w+ 1));

SRS

'3
" 4
> <
=

I8 Pl

AHHZCRLR:

Guo et al., Precise Divide-By-Zero Detection with Affirmative Evidence, ICSE’22
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a
¢: 4= —1 =—] QMTKAZSE |== UNSAT

% cat formula.smt2 @4IXJ7f commented on 28 Oct 2019 Member
(declare-fun a () Int)
(declare-fun b () Int)
(assert (= (divab) (- 1)))
(check-sat)

| can reproduce this issue and will look into it.

d' ©

% z3 formula.smt2

sat

rF==—======="" _ @4tXJ7fs.e f-assigned this on 28 Oct 2019
I$ cved formula.smt2 HE% I

lunsat

|
S © () 4tXJ7f added mmbescun 28 Oct 2019
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(declare-fun a () Int)
(declare-fun b () Int)
(assert (= (divab) (- 1)))
(check~-sat)
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% cvecd formula.smt2 i
| unsat ﬁ
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- YinYang: HEFE N SRIHIZMIE (Winterer et al. PLDI20]
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Winterer et. al., Validating SMT Solvers via Semantic Fusion, PLDI’20 ~_~ 34
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- RRA ZE: RIS ERE (Fusion Function)

D1 %,
Peoncar = (x> 0Ax> 1)A(y< 0Ay< 1) SAT

N/

Z=X+Y

Fusion Function
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B YinYang3B$SCISsE R

o SMLATE]: 2019.07-2019.10

Logic Z3 CVC4 | Total
Status Z3 CVC4 | Total NIA , ) ;
Reported 45 13 58 Type Z3 CVC4 | Total NRA 15 1 16
Soundness 24 6 QF NIA 0 1 1
Fixed 36 6 42 Crash 11 1 12 QF _NRA 2 0 2
Duplicate 4 1 5 Performance 1 2 3 QF_S 16 4 20
Won't fix 2 0 2 Unknown 1 0 1 QF_SLIA 3 1 1
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EENERFLAIRAHEM RS RRER T 7 AP LIRIEZRZS(H)

Type Fusion Function Variable Inversion Functions
Semantic Fusion rx ry
Peoncat = (x>0Ax>1DAF<0AY<L]) Int X+y z-y z-X
> x+c+y z-c—y Z-c-Xx
[x=2 y=_2] X%y zdivy zdiv x
Cl*X+C %Y +c3 (z-coxy—c3)dive; (z—-c1*xx—c3)diver
Phused = (x> 0Az=Y)>DA(z—=x)<0Ay<1) SAT
Real x+y z-y z-Xx
x+c+y z-c—y Z-Cc-X
72=Xx++ y X%y z/y z/x
/ \ CL*X+Co %y +C3 (z—ca*xy—c3)/c1 (z—c1*x—c3)/cy
X=2- y y =27—X String X str++y str.substr z 0 (str.lenx) str.substr z (str.lenx) (str.len y)
X Str++y str.substr z 0 (str.lenx) str.replace z x "
X Str++ ¢ str++ y str.substr z 0 (str.lenx) str.replace (str.replacez x ") ¢ "
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- SparrowsB > SEIEE R

o SMELATE]: 2020.11-2022.02

Table 3: Status of the bugs found by Sparrow. Table 4: Bug type of the confirmed bugs.

Status Z3 CVC4 Total Type Z3 CVC4 Total Fixed
Reported 38 46 84 Soundness 4 4 8 8
Confirmed 30 42 72 Invalid model 10 12 22 20
Fixed 28 40 68 Crash 16 26 42 40
Duplicate 1 2 3

Invalid 7 2 9
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A Survey on Metamorphic Testing

Sergio Segura, Member, IEEE, Gordon Fraser, Member, IEEE, Ana B. Sanchez, and Antonio Ruiz-Cortés

Ab test whether a fautt, often by comparing the cbserved program output to the
expected output. This is not always practical, for example when a program's input-cutput relation is complex and difficult to capture

formally an alternative, where y indidual tput,
but by applying a 10 a test input the progr “morphs” into a different 0no as a result. Since

testing have been made. and the technique

has seen successtul applications in a variety of domains, ranging from web services to computer graphics. This article provides a

nd application areas, and anall

survey on testing: it the

practice in empiical studies of metamorphic testing as well as the main open challenges.

Index T testing, . survey

1 INTRODUCTION

Snrm ARE testing is an essential but costly activity applied
during software development to detect faults in pro-
grams. Testing consists of executing a program with test
inputs, and to detect faults there needs to be some procedure
by which testers can decide whether the output of the pro-
gram is correct or not, a so-called fest oracle [1]. Often, the test
oracle consists of comparing an expected output value with
the observed output, but this may not always be feasible. For
example, consider programs that produce complex output,
like complicated numerical simulations, or code generated
by a compiler—predicting the correct output for a given
input and then comparing it with the observed output may
be non-trivial and error-prone. This problem is referred to as
the oracle problem and it is recognised as one of the fundamen-
tal challenges of software testing [11, 2], 131, 14].

Metamorphic testing [5] is a technique conceived to allevi-
ate the oracle problem. It is based on the idea that often it is
simpler to reason about relations between outputs of a pro-
gram, than it is to fully understand or formalise its input-
output behaviour. The prototypical example is that of a pro-
gram that computes the sine function: What is the exact
value of =in(12)? Is an observed output of —0.5365 correct?
A mathematical property of the sine function states that
sin(x) = sin(x — ), and we can use this to test whether
sin(12) = sin (7 ~ 12) without knowing the concrete values
of cither sine calculation. This is an example of a metamor
pliic relation: an input transformation that can be used to
generate new test cases from existing test data, and an out-
put relation, that compares the outputs produced by a pair
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of test cases. Metamorphic testing does not only alleviate
the oracle problem, but it can also be highly automated

The introduction of metamorphic testing can be traced
back toa technical report by Chen etal. [5] published in 1998
However, the use of identity relations to check program out-
puts can be found in earlier articles on testing of numerical
programs [6], [7] and fault tolerance [8]. Since its introduction,
the literature on metamorphic testing has flourished with
numerous techniques, applications and assessment studies
that have not been fully reviewed until now. Althos
papers present overviews of metamorphic testing, they are
usually the result of the authors” own experience [9], [10]
1111, 121, [13), review of selected articles [14], [15], [16] or sur-
veys on related testing topics [3]. At the time of writing this
article, the only known survey on metamorphic testing is
written in Chinese and was published in 2009 [17). As a
result, publications on metamorphic testing remain scattered
in the literature, and this hinders the analysis of the state of
the art and the identification of new research directions.

In this article, we present an exhaustive survey on meta-
morphic testing, covering 119 papers published between
1998 and 2015. To provide researchers and practitioners
with an entry point, Sectior ontains an introduction to
metamorphic testing. All papers were carefully reviewed
and classified, and the review methodology followed in our
survey as well as a brief summary and analysis of the
selected papers are detailed in Section 3. We summarise the
state of the art by capturing the main advances on metamor-
phic testing in Section 4. Across all surveyed papers, we
identified more than 12 different application areas, ranging
from web services through simulation and modelling to
computer graphics (Section 5). Of particular interest for
researchers is a detailed analysis of experimental studies
and evaluation metrics (Section 6). As a result of our survey,
a number of research challenges emerge, providing avenues
for future research (Section 7); in particular, there are open
questions on how to derive effective metamorphic relations,
as well as how to reduce the costs of testing with them.

gh some

1. Note that 86 out of the 119 papers reviewed in oar survey were
published in 2009 or later
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